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**Цель работы:** ознакомиться с основами линейной структуры данных «Список», изучить основные алгоритмы обработки ЛСД «Список», научиться применять полученные знания на практике.

**Теоретические сведения:**

1. Определение понятия список.

Связный список является простейшим типом данных динамической

структуры, состоящей из элементов (узлов). Каждый узел включает в себя в

классическом варианте два поля:

• данные (в качестве данных может выступать переменная, объект

класса или структуры и т. д.)

• указатель на следующий узел в списке.

Элементы связанного списка можно помещать и исключать произвольным

образом.

1. Классификация списков по количеству полей указателей.

По количеству полей указателей различают однонаправленный(односвязный) и двунаправленный (двусвязный) списки. Связный список, содержащий только один указатель на следующий элемент, называется односвязным. Связный список, содержащий два поля указателя – на следующий элемент и на предыдущий, называется двусвязным.

1. Классификация списков по способу связи элементов.

различают линейные и циклические списки. Связный список, в котором, последний элемент указывает на NULL, называется линейным. Связный список, в котором последний элемент связан с первым, называется циклическим.

1. Виды списков. Отличие списков.

Односвязный линейный список (ОЛС): Каждый узел ОЛС содержит 1

поле указателя на следующий узел.

Односвязный циклический список (ОЦС):

Каждый узел ОЦС содержит 1 поле указателя на следующий узел.

Двусвязный линейный список (ДЛС): Каждый узел ДЛС содержит

два поля указателей: на следующий и на предыдущий узел.

Двусвязный циклический список (ДЦС):

Каждый узел ДЦС содержит два поля указателей:

на следующий и на предыдущий узел.

1. Основные действия, производимые над элементами односвязного

линейного списка.

Основные действия, производимые над элементами ОЛС:

• Инициализация списка

• Добавление узла в список

• Удаление узла из списка

• Удаление корня списка

• Вывод элементов списка

• Взаимообмен двух узлов списка

1. Какие аргументы принимает функция добавления узла в список

(ОЛС).

Функция добавления узла в список принимает два аргумента:

• Указатель на узел, после которого происходит добавление

• Данные для добавляемого узла.

1. Сколько полей указателей содержит каждый узел двусвязного

линейного списка?

Каждый узел двунаправленного (двусвязного) линейного списка (ДЛС)

содержит два поля указателей — на следующий и на предыдущий узлы.

1. Сколько полей указателей содержит каждый узел односвязного

линейного списка?

Каждый узел однонаправленного (односвязного) линейного списка (ОЛС)

содержит одно поле указателя на следующий узел.

1. Основные действия, производимые над элементами двусвязного

линейного списка.

Основные действия, производимые над узлами ДЛС:

• Инициализация списка

• Добавление узла в список

• Удаление узла из списка

• Удаление корня списка

• Вывод элементов списка

• Вывод элементов списка в обратном порядке

• Взаимообмен двух узлов списка

**Код программы:**

#include <stdlib.h>

#include <iostream>

using namespace std;

struct Node

{

int x;

Node \*Next, \*Prev;

};

class List

{

Node \*Head, \*Tail;

public:

List() :Head(NULL), Tail(NULL) {};

void Show();

void Add(int x);

void del();

};

void List::Add(int x)

{

Node \*temp = new Node; //Выделение памяти под новый элемент структуры

temp->Next = NULL; //Указываем, что изначально по следующему адресу пусто

temp->x = x; //Записываем значение в структуру

if (Head != NULL) //Если список не пуст

{

temp->Prev = Tail; //Указываем адрес на предыдущий элемент в соотв. поле

Tail->Next = temp; //Указываем адрес следующего за хвостом элемента

Tail = temp; //Меняем адрес хвоста

}

else

{

temp->Prev = NULL; //Предыдущий элемент указывает в пустоту

Head = Tail = temp; //Голова=Хвост=тот элемент, что сейчас добавили

}

}

void List::Show()

{

//ВЫВОДИМ СПИСОК С НАЧАЛА

Node \*temp = Head; //Временно указываем на адрес первого элемента

while (temp != NULL) //Пока не встретим пустое значение

{

cout << temp->x << " "; //Выводим каждое считанное значение на экран

temp = temp->Next; //Смена адреса на адрес следующего элемента

}

cout << "\n";

}

void List::del() {

Node \*temp = Head;

Node \*p, \*o;

while (temp != NULL) {

if (temp->x < 0) {

if (Head->x < 0) {

Head = Head->Next;

Head->Prev = NULL;

}

else if (Tail == temp && Tail->x < 0) {

Tail = Tail->Prev;

Tail->Next = NULL;

}

else {

p = temp;

p->Prev->Next = temp->Next;

p->Next= temp->Prev;

}

}

temp = temp->Next;

}

}

int main()

{

int x;

List lst; //Объявляем переменную, тип которой есть список

for (int i = 0; i < 100; i++) {

cin >> x;

lst.Add(x); //Добавляем в список элементы

}

system("CLS");

cout << "initial list:" << endl;

lst.Show();

lst.del();

cout << "final list:" << endl;

lst.Show(); //Отображаем список на экране

return 0;

}

**Результат работы программы:**

![](data:image/png;base64,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)

**Вывод:** я ознакомился с основами линейной структуры данных «Список», изучил основные алгоритмы обработки ЛСД «Список», научился применять полученные знания на практике.